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Abstract: In the paper hereby, an algorithm is proposed for estimating amplitude and peak velocity of a 
saccade during directing eyes towards next fixation. Raw data are gathered by means of a mobile eye tracker. 
The non-linear least squares fitting is applied so as to minimize difference between measured and modelled 
values of a gaze point. A sigmoid function has been used to fit the data set best. In order to implement the 
algorithm, a software tool has been developed in C++ making the most of linear algebra methods available in 
OpenCV library. 
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Резюме: В настоящия доклад е разгледан алгоритъм за оценка на амплитудата и пиковата 

скорост на сакада при движение на погледа към последваща фиксация. Данните са измерени 
посредством мобилен окулограф. Приложен е нелинеен метод на най-малките квадрати за 
минимизация на разликите между измерената и моделиранa стойности на точката на взиране. 
Използвана е сигмоидна функция, която минава най-близо до измерените точки. За реализация на 
алгоритъма бе разработен софтуер на C++ с използване на методи по линейна алгебра, налични в 
библиотека OpenCV. 

 
 
Introduction 

 

A saccade is recognized as the fastest motion that human body performs. It is a swift, lacking 
a steady rhythm movement of the eye ball performed between pauses for relaxation. The relaxation 
phase is commonly referred to as fixation. The act of sight directing along the saccade trajectory is 
expressed numerically by an angular variable called amplitude. The greatest rate of angular 
movement is denoted as peak velocity. As acknowledged, the saccade velocity cannot be altered 
through either practice or experience. Furthermore, a condition might be reached at which saccade 
peak velocity gets to a limit. The limit value (a.k.a. velocity saturation) is a distinctive attribute of large 
saccades. 

Aforementioned quantities might be derived through infrared oculography. It is a non-invasive 
method of recording eye movement using an infrared emitter and a detector. The amount of reflected 
infrared light is proportional to the pupil position. This method has been employed by many eye tracker 
manufacturers, for instance Pupil Labs, and further implemented in supplied firmware. 

Although Pupil Player makes available a number of data processing plug-ins, it lacks a tool for 
extracting saccades from raw data set. Making up for this shortcoming is one reason motivating to 
carry out current research. An attainable and feasible outcome is developing a software tool, yielding 
robust results, for estimating saccade amplitude and peak velocity. The widely known library of image 
processing OpenCV, [1], is quite useful for this purpose. C++ API provides methods in linear algebra 
as well as tools for image processing. Code development was thus facilitated to a certain extent. 

The paper lays out project main stages in a sequence of cohesive paragraphs. 
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Problem statement 
 

The eye tracker used in the current study is Pupil Labs Core, [2], Fig. 1. 

 

 
 

Fig. 1. Pupil Labs Core binocular headset: 1) world camera; 2) nose grip; 
3) near infrared camera; 4) USB-C interface 

 
A screenshot, taken by Pupil world camera and shown in Fig. 2, depicts the proposed study 

case. On the screen, two fixations appear in succession with radii computed with regard to fixation 
duration. The green circle depicts a fixation in progress whereas the red one portrays a fixation that 
follows. Looking into intermediate gaze points (small blue circles), which appear right between 
aforementioned fixations, is a matter of particular importance. These points are rejected by the 
algorithm of fixation identification. The entire set of gaze points appears like a saccade. 

 

 
 

Fig. 2. A screenshot depicting two consecutive fixations and intermediate gaze points 

 
The dispersion-threshold identification algorithm (I-DT), [3], is said to have been implemented 

by Pupil Player in order to identify fixation. It uses a moving window spanning over sequential gaze 
points. The dispersion is computed for all points within the window as follows: 

 

(1)        max min max minD x x y y     
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The window keeps on widening till requirement 0 < D ≤ threshold is being met. As soon as dispersion 
exceeds the assigned threshold, a fixation is recorded. After resetting size, the window advances as 
toward next gaze point (following fixation) and the process repeats. In this way, certain gaze points are 
shown not to belong to fixation on either side of what is allegedly called a saccade. 

 
Nonlinear Least Squares Fitting 
 

The measured saccade points (xi, yi) presumably contain error. Hence, an analytic function 
f(x, λj) depending on n parameters λ is to be found so as to minimize the residual 

 

(2)  1, , ,i i i nd y f x     

 

The solution scheme used in the current study is widely known. It borrows an algorithm thoroughly 
described in link [4]. Having made initial guess for a set of coefficients λj

(1), a linearized estimate of 
disturbances dλj minimizing dβi may be obtained by means of following series 
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where index i ϵ [1; m] stands for the current measurement and j ϵ [1; n] denotes current coefficient 
vector. Equation (3) might be written down by means of matrix notation 
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or simply 
 

(5) ,i i j jd A d   

 

Solution of equation (5) yields a disturbance vector dλj value which must be added to vector 
λj

(prev) available at previous iteration. Then, a new residual dβi is computed according to formula (2) 
and the process starts over. For the matrix of coefficients to get invertible, its transpose is applied to 
both sides of (5), id est: 

 

(6)  , , ,

T T

j i i j i i j jA d A A d   

 

Provided that det(Aj,i
TAi,j) ≠ 0, for the solution vector it may be written 

 

(7)  
1
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j i i j j i i j j jA A A d I d 


  

 

where Ij,j stands for identity matrix. 
Numerical solution computed by described iterative process is likely to converge to a local 

extremum than the global one, [5], depending on whether the model function is sensitive to initial 
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conditions or not. In case of a poorly performing system, it is reasonable for the initial conditions to 
influence the solution convergence. Proper selection of “good” initial conditions λj

(1) is essential for the 
model function f(x, λj) to be “good of fit”. A simple method of making initial guess might be devising a 
grid of values for each coefficient taking part in the model function. Then, for each set of initial values 
of coefficients, a solution is to be worked out followed by computing the residual standard deviation 
(RSD) according to formula: 

 

(8) 
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Vector of initial values λj

(1) corresponding to the smallest RSD is to be chosen for initial guess. 
Among variety of sigmoid functions applicable to the current study, it is rather preferable to 

choose one with as few coefficients as possible. To opt for a model function with large number of 
coefficients may result in poor algorithm performance in terms of convergence speed. What is more, 
numerical solution in this case is highly likely not to converge at all. In the current research, a sigmoid 
function with three coefficients is considered sufficient for the purpose. 

 
A short note of developed source code 
 

A solution to equation (7) is worked out by means of linear algebra methods available in 
OpenCV library. It takes the disturbance vector dλj exactly one line of code to move on further to the 
next iteration step: 

 
lambda += (a.t() * a).inv() * a.t() * beta; // delta lambda plus lambda 

 
Methods ::inv() and ::t() provide a convenient way for developer to compute matrix inverse and 
transpose respectively. 

 
Saccade model 
 

A logistic function has been used to fit the measured gaze points between two consecutive 
fixations. It could be written down in following form: 
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where scaling coefficients modify the graph as follows: coefficient “t0” shifts the graph along abscissa, 
coefficient “b” affects tangent angle at the inflection point (scale along abscissa), and coefficient “a” 
scales the graph along ordinate. In current study, shifting graph along the ordinate is considered 
unnecessary, hence no relevant coefficient has been added. Exemplary logistic curve is shown in Fig. 
3 alongside its first derivative (dashed curve, right ordinate). 

Following derivatives in terms of model function coefficients λj are used in order to fill in the 
matrix in equation (4) 
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Fig. 3. A sigmoid function (logistic curve) used in the study 

 
Results and discussion 
 

In order to work out a solution to equation (7) for validation case shown in Fig. 2, following 
table was filled in with initial values of model function coefficients: 

 
Table 1. Grid of initial conditions 
 

 0 1 2 3 4 5 6 7 

λ0 = a 3.6 3.7 3.8 3.9 4 4.1 4.2 4.3 

λ1 = t0 0 0.01 0.02 0.03 0.04 0.05 0.06 0.07 

λ2 = b 0 0.005 0.01 0.015 0.02 0.025 0.03 0.035 

 
Considering table 1, distinct values of three coefficients are picked out of eight columns. Identical 
indices are permitted, for instance row 2, column 2. Since the order does matter, this is an example of 
a variation with repetitions allowed. The number of 3-element (rows) variations of 8 elements 
(columns) set with repetitions allowed is 512. The solution algorithm is run for each variation and 
obtained RSD values are compared. It takes one solution case approximately 15 iterations to 
converge. The iterative process stops as soon as following termination criterion is satisfied at kth step 
 

(11) 
 k

 x x  

 

where x is an exact solution vector and ||.|| stands for a vector norm. 
In case of initial values found in cells (λ0; 4), (λ1; 2), (λ2; 1), table 1, shaded cells, the RSD 

takes up the smallest value of 0.13178. Solution vector of the model function coefficients is λ = 
|4.300159809398955; 0.0248915584037846; 0.007667408511148778|T. Another choice of initial 
coefficients (λ0; 0), (λ1; 3), (λ2; 2) yields much about the same value of RSD, id est 0.13178. Both 
measured saccade amplitude and fitted logistic curve are shown in Fig. 4a. Distance between user’s 
eye and the monitor is assumed 80 cm, hence the eye ball rotates within [0; 4] deg interval. 
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Fig. 4a. Measured data and fitted curve                           Fig 4b. First derivative of the fitted curve 

 
Having obtained the logistic curve coefficients, it is possible to work out the peak velocity 

value by computing first derivative of the model function according to expression: 
 

(12) 
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A function plot of derivative dθ/dt is shown in Fig. 4b. Peak velocity value for this particular case is 
140.202 deg/s achieved on the instant of 25 ms. 

In Fig. 5a, a relation between saccade peak velocity and saccade amplitude is shown, so is 
saccade duration in terms of saccade amplitude, Fig. 5b. The experiment lasted for 150 seconds. All 
the way through the experiment, near infrared cameras were set to gather data at resolution of 800 x 
600 pixels, hence the frequency dropped as low as 30 Hz. In Fig. 5a, weak correlation between input 
and output data might be accounted for by a small range within which the amplitude varies. Saturation 
of peak velocity value is solely expected at high saccade amplitudes. 

 

 
 

Fig. 5a. Peak velocity, deg/s, vs. saccade amplitude, deg          Fig 5b. Duration, s, vs. saccade amplitude, deg 
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Fig. 6a. Peak velocity histogram, bin width 18 deg/s               Fig 6b. Duration histogram, bin width 5.3E–03 s 

 
Concluding remarks 
 

In order to fulfil the project goals, following software was used: TDM64-GCC-9.2.0, OpenCV 
4.4.0. The OpenCV project was configured by CMake 3.18.2 and binaries were built in Code::Blocks 
20.03 IDE, [6 … 9]. A comprehensive tutorial on how to build the OpenCV binaries might be found in 
[10]. Apart from all configuration options described in the tutorial, following one is worth pointing out: 
WITH_TBB = ON which stands for enabling multicore CPU support. 

The developed source code might be downloaded by following link [11]. 
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